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Abstract

This paper proposes an extensible solution that gives support to recent growth in wireless communication and allows developers outside of the automotive industry to develop applications leveraging vehicle to vehicle communication. The suggested software architecture, which would integrate with the automotive open source architecture (AUTOSAR) standard, has primary focus on supporting applications for safer vehicles and also provides the foundation for developing personal and entertainment applications that can be operated within vehicles. The proposed architecture finds its applications in collision avoidance, autonomous navigation, and direct vehicle to vehicle communication for negotiating pass-through at intersections. The communication network manager is a critical part of the framework, and it includes a new Vehicle Ad-hoc Network (VANET) topology for communication with other vehicles. The proposed topology, that can have at most one intermediate hop to communicate any two vehicles, assumes conformance with IEEE 802.11p and the dedicated short range communication (DSRC) standard.
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1. Introduction

The automotive industry continues its effort in making vehicles safer in response of people’s concern [1] with incorporated technological innovations while maintaining competitive prices. Lately, there has been high interest in leveraging v2v technology for proposing new vehicle applications such as for identifying parking spots [2], traffic jams [3], driver assistance [4], and fleet management [5]. Focus on vehicle software dated back to the 1980s with initial focus on software engineering practices for automotive software [6-9]. Then focus shifted to advanced models and applications [10-11] where Schaefer proposed technologies for autonomous spacecraft with focus on uninhabited air vehicles. More recent efforts on vehicle software have shifted towards standardizing development under the AUTOSAR [12] open source framework standard for global cooperation in automotive software development with the goal of full proliferation to all new development through 2011.

On the vehicle communication and networking front, there has been an increased interest in this area which has led to the development of the 802.11p standard [13] for dedicated short range communication. There have also been several proposals for communication rules and networks such as the scheduling process suggested for blind intersection [14], the modeling of vehicles as a mobile ad-hoc network of clusters.
[15], or the use of dedicated infrastructure to aid the v2v communication [16]. It was observed that vehicle networks have several challenges including delays [17] and losses associated with unpredictable mobility [18]. In brief, the choice of an optimal vehicle network continues to be a challenge, with some potential leverage of existing mobile ad-hoc network (MANET) topologies.

In this paper, a new extensible solution is proposed that comprehends new technologies such as v2v communication and GPS, and can allow developers outside of the automotive industry to develop applications for users’ comfort, entertainment, luxury or safety using their vehicles. The extensible software framework requires elements to support communication and networking with other vehicles and fixed infrastructure. It should support ease of development to allow entertainment applications and connection with the world-wide-web. The architecture can integrate with AUTOSAR framework, consistent with the use of the 802.11p DSRC standard, include a proposal for an extensible VANET topology that provides fast connection to a cluster of vehicles and allows extensible connections to other vehicles or expansion of the cluster. The proposed extensible software architecture will be critical to quick implementation, providing a competitive advantage for car manufacturers. The proposed efficient communication topology, that does not depend on fixed infrastructure, will make it easy to implement in all countries, both developed and under-developed. The combination of both extensible software architecture and a simple network topology that could be implemented anywhere and enriched with new applications could make the area of intelligent vehicles the new technological revolution with impact to society comparable to the internet introduction.

2. Intelligent vehicle software Solution

This section presents a block based, callable, and grey-box [19-21] framework is proposed where some external interface components that could be readily available as black-box elements based on existing standards such as IEEE 802.11p or AUTOSAR. The suggested framework, shown in Figure 1, consists of 5 framework modules: The Intra-Vehicle Communication Module (ICM), the External Communication Module (ECM), the Analytics and Intelligence Module (AIM), the Virtual Bus (VB), and the Databases (DB). The ICM module handles communication within the framework and vehicle, the ECM cluster is responsible for all communication external to the vehicle, the AIM cluster is responsible for all analytics and intelligence required by the framework and the applications, the Priority Decision Maker for Vehicle Action reads all instructions sent by the applications from the Virtual Bus and decides which action or actions must be executed, the VB component, which consists of the Virtual Bus, acts as a bus where all communication between the framework blocks and the applications occurs.

In addition to the above mentioned framework components, the framework contains 5 databases. The Communication Metadata Configuration database contains information on the data formats required. The Measurement and Computational Database stores required information for the network topology, data from the Communication Data Manager, the AUTOSAR/Vehicle Data Management block, and from the Virtual Bus (data from the Analytics/Artificial Intelligence block and from applications). The Control and Data Configuration Database contains data on the
framework’s requirements for the data format and the vehicle’s/AUTOSAR’s requirements for the instruction format. The configuration database contains the configuration of the Analytics/Artificial Intelligence block, and the Knowledge Database stores the knowledge from that block.

New applications built on our framework require plug-in additions for custom logic. These are illustrated on the top of the framework in Figure 1. These contain logic specific to the application but can be easily extended to support special purpose vehicle applications for safety and driver assistance. Examples include software for negotiating pass-through at street intersection through direct vehicle to vehicle communication, collision avoidance driver-aid system, and GPS-based navigation assistance. For the case of vehicles negotiating pass-through at an intersection, the application would use the V2V/I2V/VANET Client block for transmission, and would rely on the V2V/I2V/VANET Server block for listening. The instructions to stop and go will be passed to the Priority Decision Maker for Vehicle Action which will decide on the action the vehicle will execute and forward the instruction for execution. For collision avoidance, data about sensor readings and driver actions are sent from the AUTOSAR/Vehicle Electronic Control Units to the Virtual Bus. The collision avoidance application then forwards the sensor readings to the Analytics/Artificial Intelligence block which will return a collision risk level to the application. When the application receives this assessment (the risk level) it will forward the corresponding required action to the Priority Decision Maker for Vehicle Action, which will take care of executing the command. The GPS navigation application asks the user for the destination and preferences (fastest route/avoid highways…), and then using the maps stored in it and the current vehicle position obtained from the GPS Module, it computes optimal routes leveraging the AIM analytics, and sends instructions through the Priority Decision Maker for Vehicle Action to ensure that the vehicle successfully follows the calculated route to its destination.

![Figure 1: Proposed framework architecture](image-url)
To demonstrate the effectiveness of our proposed architecture, we implemented several components of the framework and we tested several applications using four robots to simulate vehicles. The implementation is based on multi-threaded components, publish-subscribe messaging, and a service-based architecture where components’ actions are triggered based on incoming data or events. The primary driver for these choices is the need for fast communication between the components. The pseudo-code for the implemented software architecture is shown in Figure 2. The main program will run once the car is started. First (line 3), it will download the configuration of the framework and of the plugged-in applications. It then uses multi-threading to initiate the different blocks of the framework starting with the ICM (line 4), the ECM (line 5), the AIM (line 6), and then initiates the application specific plugins (line 7). Next, the program goes into a loop (line 8) that ends whenever the car is switched off. In this loop, the main program will read sensory data from the vehicle (Line 10) and external data from the ECM server (line 11), then publishes the collected data to all applications (lines 12 and 13). When plug-in applications act on the data, their responses are sent back through the virtual bus. From there, the data could be received by the Priority Decision Maker or by the ECM communication manager or both. These two components will pass on their actions and data to the internal vehicle controls through the ICM control manager (line 15) or to the external environment (line 16). In the next sections, we will cover the wireless (v2v and i2v) implementation, and the plug-in for vehicles negotiating pass through at intersections using v2v.

```
Pseudocode implementation for the main process of the framework
1 begin
2   \(\text{\texttt{\textbf{while car is turned on}}}\) \(\text{\texttt{\textbf{do}}}\)
3     \(\text{\texttt{\textbf{load_configuration_for_framework_and_applications;}}}\)
4     \(\text{\texttt{\textbf{initiate_thread_for_ICM;}}}\)
5     \(\text{\texttt{\textbf{initiate_thread_for_ECM;}}}\)
6     \(\text{\texttt{\textbf{initiate_thread_for_AIM;}}}\)
7     \(\text{\texttt{\textbf{initiate_plugin_in_application_threads();}}}\)
8     \(\text{\texttt{\textbf{while (car is on)}}}\)
9       begin\(\text{\texttt{\textbf{while (car is on)}}}\)
10      \(\text{\texttt{\textbf{read_data_from_within_vehicle();}}}\)
11     \(\text{\texttt{\textbf{read_data_from_external_sources();}}}\)
12     \(\text{\texttt{\textbf{publish_ICM_data();}}}\)
13     \(\text{\texttt{\textbf{publish_ECM_data();}}}\)
14     \(\text{\texttt{\textbf{read_priority_decision_maker_output();}}}\)
15     \(\text{\texttt{\textbf{execute_priority_decision_maker_output_to_vehicle();}}}\)
16     \(\text{\texttt{\textbf{transmit_plugin_in_specific_data_using_V2V();}}}\)
17     end\(\text{\texttt{\textbf{while (car is on)}}}\)
18 end
```

Figure 2: Pseudocode for the main branch of the framework.

To support vehicle to vehicle communication and infrastructure to vehicle communication, each vehicle must be able to send and receive data at the same time
as shown in the ECM module. For this purpose, we designed a multi-threaded client-server application described below. The server’s pseudo-code, as shown in Figure 3, will be called once the ECM module is initiated in the main program. At that point, the V2V network topology is activated.

```
Pseudocode implementation for ECM Server thread
begin
  Create buffer[...];
  struct server (hold server info: IP family, receive from any IP, port number);
  Create socket;
  bind(socket to server struct);
  buffer = recvfrom(...);
end
```

Figure 3: Pseudocode for the implementation of the ECM server.

The server process needs a dedicated socket to wait for incoming connections. To create the socket we first need a structure to save its information. The socket’s information may have Address family (PF_INET for Internet family), IP address, and port number. The dedicated socket is created using the function `socket` which returns a positive integer value if successful. Once created, the socket must be bound to the address structure and if successful can receive incoming messages. We used the User Datagram Protocol (UDP) to eliminate the need for handshake between different vehicles, and achieve faster communication. Another alternative to the use of UDP would have been the Transport Control Protocol (TCP), which is characterized by its reliability. TCP has built-in functionalities that ensure the delivery of transmitted data packets. This feature however will reduce communication speed, since TCP has to perform a handshake procedure before transmitting any data which adds overhead. We tested the TCP implementation which required in addition to the UDP steps described above, to listen for incoming connection and to accept the connection before receiving any messages. In our testing, UDP turned out to be more beneficial for two reasons. First, handshake was not needed to send and receive which means the protocol was faster. Second, UDP supports message broadcasts, needed to support many applications.

Finally, the plug-in needed to implement an application to illustrate the efficiency of the framework is implemented. We use the scenario of vehicles arriving at an intersection and negotiating directly for safe passage. The intersection is detected using i2v communication by the ECM module shown in Figure 4. The pseudo-code initiates a thread to detect the presence of an intersection (line 4), and once detected the application ensures the safe crossing of vehicles. An intersection process will run to negotiate (line 5) pass through using v2v communication. The car will then generate a decision (line 6) to cross using AIM intelligence. The vehicle will finally communicate (line 7) its decisions to other vehicles and will make sure there are no conflicts with the decisions of the other vehicles. If a conflict exists, the plug-in will repeat the communication. Otherwise, it proceeds with publishing (line 8) the data to the virtual bus, and from there to move the car through ICM controls. This example shows how little logic is implemented to allow a new application allowing safe vehicle passage and leveraging v2v and i2v technologies. Lines 4-6 are the only logic additions to the framework for the plug-in.
3. Efficient vehicle communication network topology

In the proposed communication network topology managed by the ECM, each moving vehicle equipped with the extensible framework would form exactly an instance of the long envisioned mobile ad hoc networks [22]. Through the ECM, each vehicle constitutes a local communication area around itself, enabling it to exchange vital signs with the neighboring vehicles. Such inter-vehicle communication should be characterized with efficiency, resiliency, and fast response. In what follows, a high tolerant VANET topology is proposed that guarantees the existence of a maximum path of one intermediate hop between any pair of vehicles. The proposed topology is based on an idea used to obtain mutual exclusion of events in distributed environments [23].

3.1 Network design

The VANET will be specified by a graph \( G = (V, E) \), where \( V \) is the set of vehicles (nodes) and \( E \) is the set of links between vehicles. In our proposed VANET design, each vehicle \( v_i \in V, 1 \leq i \leq N \) in the network is assigned a communication set \( C \) satisfying the 4 constraints listed below. Each vehicle is then connected directly to the vehicles in its communication set establishing the desired topology.

1. \( \forall i : 1 \leq i \leq N \rightarrow v_i \in C_i \)
2. \( \forall v_i, \forall v_j : i \neq j, 1 \leq i, j \leq N \rightarrow C_i \cap C_j \neq \phi \)
3. \( \forall i : 1 \leq i \leq N \rightarrow |C_i| = K \)
4. Any vehicle \( v_i \) is contained in \( K \) number of \( C_j \)s, \( 1 \leq i, j \leq N \).

Where \( N \) is the total number of vehicles in the network. Ideally, we want only one common vehicle between any two communication sets since this vehicle will be used as an intermediate hop when making the routing decisions. Otherwise, the complexity of the routing increases because a choice has to be made on which intermediate hop to use for routing. To achieve the best case scenario, it can be shown [23] that the following equation should be satisfied: \( N = K(K - 1) + 1 \). Once the above constraints are satisfied, the VANET topology is constructed by connecting each vehicle with all vehicles in its communication set. Figure 5 shows an example of our design where seven vehicles coexist on the road i.e. \( N=7 \) and \( K=3 \).
Constraint 1 states that each vehicle should belong to its own communication set i.e. vehicle $v_2$ is part of communication set $C_2$. Constraint 2 states that there is at least one common vehicle between the communication sets of any two vehicles. For example, in figure 5, communication sets $C_2$ and $C_7$ have vehicle $v_4$ in common. Constraint 3 makes sure that the size of each communication set is equal to $K$ (in Figure 5, each communication set is of size 3). In the ideal case, this means that all vehicles have the same degree. This condition implies that all vehicles have an equal number of tasks and thus the capability of achieving a similar throughput. Constraints 3 and 4 are desirable features of the design, which can be relaxed with no major impact on the overall network topology characteristics.

As will be discussed later, a VANET topology satisfying the above 4 constraints has very desirable network features in the routing and storage efficiency (Figure 5). Our goal then becomes to create a VANET topology satisfying the above constraints; this translates to finding an appropriate communication set $C_i$ for each vehicle $i$ such that constraints 1 through 4 are satisfied. We show in the next section that routing between vehicles becomes very efficient since any two vehicles will either communicate directly with each other or a third vehicle will exist to connect them. Also very little storage space will be needed to manage the VANET routing. In addition, we describe the algorithm that finds the communication sets in a particular VANET.

### 3.2 Communication set construction

Using the theory in [23], it can be shown that the communication sets exist only when $K+1$ is the power of a prime number. So, it is not possible to generate communication sets when $K+1$ is not a power of a prime number. Communication sets for such values of $K$ can be generated using another systematic technique. The topology in Figure 5 has $N = 7$ and satisfies the first condition since $(K + 1) = (3 + 1) = 2^2$ is power of a prime. The algorithm in Figure 6 is used to calculate the communication sets under this condition, and the illustration is shown in Figure 7. Figure 7 presents graphically the 4 major steps (modules) needed to generate the Communication Sets. It considers a network of seven nodes ($N=7, K=3$). Figure 7-(a) reflects the execution of lines 2 though 8 of the algorithm presented in figure 6. This module only initializes a $(K-1) \times (K-1)$ matrix with the appropriate values. It also generates the initial communication set (line 8). The time complexity of this module
is \( O(K^2) \). Figure 7-(b) and figure 7-(c) reflect the execution of lines 9 through 14 and 15 through 20, respectively. They are used to generate all the communication sets originating from the matrix rows and columns. Each of these modules has also a time complexity of \( O(K^2) \). Figure 7-(d) reflects the execution of lines 21 though 31. This module considers all the communication sets generated from the matrix diagonals. An offset is initialized to zero and is incremented by 1 each time a new set is generated. The time complexity of this module is \( O(K^3) \). Consequently the complexity of the whole algorithm is \( O(K^3) = O(N^{3.5}) \). The resulting topology is shown in figure 5(b).

---

**Data:** \( N, K \)

**Result:** Communication Sets

1. **begin**
2. Create a \((K - 1) \times (K - 1)\) Matrix \( M \)
3. /* Matrix Initialization */
4. counter = 0
5. for \( i=0 \rightarrow (K - 2) \) do
6.   for \( j=0 \rightarrow (K - 2) \) do
7.     \[ M[i][j] = (K + 1) + \text{counter} \]
8.     counter = counter + 1
9. \[ S = \{1, 2, \cdots, K\} \] forms the first set
10. /* 1 combined with all Matrix rows */
11. for \( r=0 \rightarrow (K - 2) \) do
12.   \[ S = \phi \]
13.   for \( c=0 \rightarrow (K - 2) \) do
14.     \[ S = S \cup M[r][c] \]
15.     Prepend 1 to \( S \)
16.   Let \( S \) be one of the sets
17. /* 2 combined with all Matrix columns */
18. for \( c=0 \rightarrow (K - 2) \) do
19.   \[ S = \phi \]
20.   for \( r=0 \rightarrow (K - 2) \) do
21.     \[ S = S \cup M[r][c] \]
22.     Prepend 2 to \( S \)
23.   Let \( S \) be one of the sets
24. /* 3 \rightarrow K combined with all Matrix diagonals. */
25. The variable \( jump \) acts as an offset. /*
26. for \( jump = 1 \rightarrow (K - 2) \) do
27.   for \( i=0 \rightarrow (K - 2) \) do
28.     \[ S = \phi \]
29.     \( r = 0 \)
30.     \( c = i \)
31.   for \( j=0 \rightarrow (K - 2) \) do
32.     \[ S = S \cup M[r][c] \]
33.     \( r = r + 1 \)
34.     \( c = (c + jump) \mod (K - 1) \)
35.     Prepend \((jump + 2)\) to \( S \)
36.   Let \( S \) be one of the sets
37. /* At the end of this algorithm, \( K(K - 1) + 1 \) sets are generated. */
38. **end**
Figure 7: Detailed Graphical example of the Communication Sets’ generation algorithm (figure 6) when \( N=7, K=3 \)

The algorithm in Figure 6 can be extended to calculate the communication sets when \((K + 1)\) is not the power of a prime. This extension is discussed in details in [24]. The algorithms discussed in figure 6 when \(K+1\) is a power of a prime and in [24] when \(K+1\) is not a power of a prime are only used to generate the communication sets. Then each generated communication set has to be associated with a particular vehicle. This association is achieved using the algorithm presented in Figure 8.

**Figure 8**: This algorithm associates each vehicle to a particular Communication Set

The algorithm takes as input the communication sets and outputs the appropriate assignments. The complexity of the algorithm is \(O(N)\) because the assignment stage is performed in constant time \(O(1)\) for each vehicle. For a network size \(N=7\), the algorithm is illustrated as follows:

- Step 1: Vehicle 1 \((v_1)\) is associated with communication set \(\{v_1, v_2, v_3\}\) i.e.
\[ C_1 = \{ v_1, v_2, v_3 \} \]

- Step 2: \( v_2 \) is associated with communication set \( \{ v_2, v_4, v_6 \} \) i.e. \( C_2 = \{ v_2, v_4, v_6 \} \).
- Step 3: \( v_4 \) is associated with communication set \( \{ v_1, v_4, v_5 \} \) and \( v_6 \) is associated with communication set \( \{ v_1, v_6, v_7 \} \) i.e. \( C_4 = \{ v_1, v_4, v_5 \} \) and \( C_6 = \{ v_1, v_6, v_7 \} \).
- Step 4: \( v_5 \) is associated with communication set \( \{ v_2, v_5, v_7 \} \) i.e. \( C_5 = \{ v_2, v_5, v_7 \} \).
- Step 5: \( v_7 \) is associated with communication set \( \{ v_3, v_4, v_7 \} \) and \( v_3 \) is associated with communication set \( \{ v_3, v_5, v_6 \} \) i.e. \( C_7 = \{ v_3, v_4, v_7 \} \) and \( C_3 = \{ v_3, v_5, v_6 \} \).

The same reasoning can be followed for any value of \( N \) when calculating the communication sets and assigning them. It is important to note that, in the example just described, \( C_1 \) through \( C_7 \) satisfy the 4 constraints discussed in section 3.1.

### 3.3 Distributed routing between vehicles

The main purpose behind designing the network according to section 3.1 constraints is to increase the routing efficiency in terms of minimizing delay and increasing resiliency. Recall that given a VANET, we first calculate the communication sets and then associate each communication set with a particular vehicle. Our topology is then constructed by connecting each vehicle with its corresponding communication set. As a consequence, if a vehicle needs to communicate with another vehicle located in its communication set, a direct connection is present between them. However, if a vehicle needs to establish a path to a destination vehicle not in its communication set, only one intermediate hop is needed to establish the path. In both cases, the maximum path size between any source and destination pair is composed of two hops. This can be illustrated through the following example. Given a VANET of size \( N = 13 \), the communication sets of vehicles \( v_1 \) and \( v_6 \) can be calculated (using the algorithm in figure 6) to be: \( C_1 = \{ v_1, v_2, v_3, v_4 \} \) and \( C_6 = \{ v_2, v_6, v_9, v_{12} \} \). In this case, \( v_1 \) can directly establish communication with vehicles \( v_1, v_2, \) and \( v_3 \). However in order to establish a communication path from vehicle \( v_1 \) to vehicle \( v_6 \), vehicle \( v_1 \) needs to go through the intermediate vehicle \( v_2 \), which represents the intersection of communication sets \( C_1 \) and \( C_6 \). This design ensures a minimum routing path size between any 2 vehicles.

The only requirement for the success of this routing strategy is to make sure that each vehicle knows its communication set and the communication set of any other vehicle in the network. This can be achieved by executing the algorithms in figures 6 and 8.

### 3.4 Evaluation of the proposed vehicle network topology

When a vehicle is moving on a certain road, there might exist multiple vehicles in its communication range. Regardless of the number of vehicles, our proposed scheme has the following advantages:

- Resilient and fault tolerant network topology: this property came from the fact that each vehicle in the proposed topology has at least \( K \) alternative paths from itself to any other vehicle in the network (constraint 3). If any of these paths got broken for any reason, another route can be calculated to the destination vehicle.
- Efficient and fast routing protocol between vehicles since any two vehicles are
directly connected or a third vehicle exists to connect them i.e. you can communicate between any two vehicles using a maximum of 2 hops.

- Low storage space. Traditionally routing protocols store routing tables on each node in the form of an $N \times N$ matrix; these tables become very large as the network grows. In our approach, no routing tables are needed at all as routing decisions are made on demand. To improve performance, a small cache can be maintained on each node to store the already calculated communication sets.

In comparison with a fully connected VANET, the proposed VANET achieves higher savings in the required number of connections. In fact, the number of connections in a completely connected network is $[N(N-1)/2]$ while the number of connections in the described topology is: $N(K-1)$. This is due to the fact that every vehicle is connected to the $(K-1)$ vehicles in its communication set. The above represents a gain ratio of $(\sqrt{N} + 1)/2$. Moreover, the number of hops used in a completely connected network is $N(N-1)$ because each node can reach every other node using one hop. In the suggested topology each node can communicate with other nodes by either 1 or 2 hops. So, the total number of hops is $2N(\sqrt{N}-1)^2$. The above constitutes a loss ratio of $2(\sqrt{N}-1)/ (\sqrt{N} + 1)$.

In addition, the quality of a network $Q$ is inversely proportional to the product of the node degree ($d$), the network diameter ($D$), and the number of links ($L$). In a completely connected network, the network quality is given by $Q=2/N(N-1)^2$ where for the suggested network, it is found to be $Q=1/8N(\sqrt{N}-1)^2$.

4. Conclusion

This paper presented an extensible and scalable software framework for quick turn-around on vehicle applications. The framework supports developing intelligent solutions with capabilities of intra-vehicle and external to vehicle wireless communication. An efficient VANET topology was also introduced that allows inter-vehicle communication with no more than one intermediate hop for end to end communication. Examples of special-purpose applications for vehicle safety were provided to demonstrate the effectiveness of the framework. The efficiency of the proposed VANET topology was supported with quantitative measures. The plug-in nature of the software makes it attractive to developers. The solutions can interface with state-of-the-art standards such as AUTOSAR vehicle software and the DSRC wireless communication standard. The proposed solutions are not just stand-alone concepts, but they are rather based on real scenarios that can be easily integrated with currently manufactured vehicles, and at low cost.

References